**Методические указания по теме “Gulp”**

![gulp-fit.png](data:image/png;base64,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)

1. [**Gulp (http://gulpjs.com)**](#h.8151c8wi0f0g)
2. [**Gulp.src()**](#h.sl6o1wxjmbxa)
3. [**Gulp.dest()**](#h.r4folwur1yoj)
4. [**Gulp.task()**](#h.cmr55690pupb)
5. [**Gulp.watch()**](#h.yt8impqfpii3)
6. [**Gulp-concat-css**](#h.imn4z1x1m9mg)
7. [**Gulp-minify-css**](#h.wvaswsh4jpdw)
8. [**Gulp-rename**](#h.ihgtmxwzj4cl)
9. [**Gulp-uglify**](#h.erpuygi5x5dt)
10. [**Gulp-autoprefixer**](#h.g41u3imew9rh)
11. [**Gulp-jade**](#h.9kmfioa9iytw)
12. [**Gulp-sass**](#h.dojh5vdn9dsq)
13. [**Gulp-uncss**](#h.snrz19bdils9)
14. [**Gulp-imagemin**](#h.ts8lstuqij89)
15. [**Del**](#h.e1rdutqwfppf)
16. [**Gulp-util**](#h.1a51pd64l5mw)
17. [**Vinyl-ftp**](#h.mreodom3fs09)
18. [**Browser-sync**](#h.35xiij8phqpo)
19. [**Gulp-useref**](#h.711o6euo7e24)
20. [**Wiredep**](#h.f0dws364z1am)
21. [**Gulp Blacklist**](#h.ln3zz62oi63y)

# Gulp (<http://gulpjs.com>)

***Gulp***- потоковый сборщик проектов на javascript. Используется для автоматизации самых разных задач.

|  |
| --- |
| * *Для работы необходим* [***nodejs***](https://nodejs.org/) *и* [***npm***](https://www.npmjs.com/) *(****npm*** *устанавливается вместе с* ***nodejs****).* * [***Оффициальный сайт***](http://gulpjs.com/) * [***Поиск плагинов***](http://gulpjs.com/plugins/) * [***Курс по gulp***](http://www.youtube.com/playlist?list=PLY4rE9dstrJwXCz1utct9b6Vub9VWQoKo) |

1) Проверка установлен ли Gulp:

|  |
| --- |
| **$** **gulp -v** |

2) Устанавливаем глобально

|  |
| --- |
| **$** **npm install --global gulp** |

*сокращенно - $ npm i -g gulp*

3) Создаем в корне проекта файл ***package.json***

|  |
| --- |
| **$** **npm init** |

Либо создать файл самостоятельно.

* **name** - название проекта
* **version** - версия проекта
* **description** - описание
* **...**

остальные поля [**ссылка**](https://docs.npmjs.com/files/package.json)

4) Устанавливаем в проект в devDependencies

|  |
| --- |
| **$** **npm install --save-dev gulp** |

*сокращенно - $ npm i -D gulp*

5) Создаем в корне проекта файл ***gulpfile.js***

|  |
| --- |
| **var gulp = require('**gulp**');**  **gulp.task('**default**', function() {**  **// задача по умолчанию**  **});** |

6) Запускаем в консоли

|  |
| --- |
| **$** **gulp** |

![oop_poly.png](data:image/png;base64,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)

**Структура:**

**app** - *рабочая директория проекта (исходники)*

**dist** - *директория сборки (генерируется сборщиком)*

**node\_modules** - *директория модулей, установленных через npm*

**package.json** - *файл с глобальными настройками проекта*

**gulpfile.js** - *файл для управления проектом*

# 

# 

# Работа с gulp глобально

После установки глобально

|  |
| --- |
| **$** **npm install --global gulp** |

Мы можешь использовать глобально установленный gulp локально

|  |
| --- |
| **$** **npm link gulp** |

|  |
| --- |
| При работе глобально необходимо следить за версиями, чтобы при обновлении версии не сломался проект |

# 

**GULP API**

# 

# 

# Gulp.src()

Возвращает поток, представляющий файлы, который уже может быть передан на вход плагинам ([**ссылка**](https://github.com/gulpjs/gulp/blob/master/docs/API.md#gulpsrcglobs-options))

**gulp.src(globs[, options])**

1. **globs** - *маска файлов (строка или массив)*
2. **options** - *объект настроек*

Пример использования при склеивании файлов:

|  |
| --- |
| **var gulp = require('**gulp**'),**  **concatCss = require('**gulp-concat-css**');**  **gulp.task('**default**', function () {**  **return gulp.src('**app/\*\*/\*.css**')**  **.pipe( concatCss('**fullstyle.css**') )**  **.pipe( gulp.dest('**app/css/**') );**  **});** |

Пример масок файлов:

|  |
| --- |
| * **css/style.css** — файл style.css в директории css * **css/\*.css** — все файлы с расширением .css в директории css * **js/\*\*/\*.js** — все файлы с расширением .js в директории js и всех дочерних директориях * **!js/app.js** — исключает определенный файл * **\*.+(js|css)** — все файлы в корневой директории с расширениями .js или .css |

Пример маски для всех файлов .css в директории css, кроме уже минифицированных:

|  |
| --- |
| **gulp.src(['**css/\*\*/\*.css**', '**!css/\*\*/\*.min.css**']);** |

# Gulp.dest()

Записывает в файл из потока, если папок в пути не существуют они будут созданы ([**ссылка**](https://github.com/gulpjs/gulp/blob/master/docs/API.md#gulpdestpath-options))

**gulp.dest(path[, options])**

1. **path**- *путь*
2. **options** - *объект настроек*

Пример использования при склеивании файлов:

|  |
| --- |
| **var gulp = require('**gulp**'),**  **concatCss = require('**gulp-concat-css**');**  **gulp.task('**default**', function () {**  **return gulp.src('**app/\*\*/\*.css**')**  **.pipe( concatCss('**fullstyle.css**') )**  **.pipe( gulp.dest('**app/css/**') );**  **});** |

# Gulp.task()

Объявляет задачу ([**ссылка**](https://github.com/gulpjs/gulp/blob/master/docs/API.md#gulptaskname-deps-fn))

**gulp.task(name[, deps], fn)**

1. **name** - *названия задачи*
2. **deps** - *массив задач которые должны быть выполнены и завершены до запуска данной*
3. **fn** - *функция выполняемая при вызове задачи*

Использоание:

|  |
| --- |
| **var gulp = require('**gulp**');**  **gulp.task('**default**', function() {**  **console.log('**default task**');**  **});** |

Использоание с **deps**:

|  |
| --- |
| **var gulp = require('**gulp**');**  **gulp.task('**default**', ['**your\_task\_1**', '**your\_task\_2**'], function() {**  **console.log('**default task**');**  **});** |

|  |
| --- |
| По умолчанию, задачи выполняются асинхронно - т.е., запускаются одновременно сразу все задачи без ожидания. Именно поэтому *deps*-задачи могут не соблюдать очередность |

Чтобы добиться очередности выполнения следует:

* *Сообщить что задача закончена*
* *Указать, что задача зависит от другой задачи*

Чтобы выполнить синхронно задачу:

1. Передать callback:

|  |
| --- |
| **gulp.task('**callback\_task**', function(callback\_func) {**  **// любая асинхронная задача**  **setTimeout(function () {**  **callback\_func();**  **}, 500);**  **});** |

1. Вернуть поток:

|  |
| --- |
| **gulp.task('**stream\_task**', function() {**  **return gulp.src('**app/\*\*/\*.css**')**  **.pipe( concatCss('**fullstyle.css**') )**  **.pipe( gulp.dest('**app/css/**') );**  **});** |

1. Вернуть [**промис**](https://github.com/kriskowal/q):

|  |
| --- |
| **gulp.task('**promise\_task**', function() {**  **var deferred = Q.defer();**  **// любая асинхронная задача**  **setTimeout(function () {**  **deferred.resolve();**  **}, 500);**  **return deferred.promise;**  **});** |

Выполняем задачи последовательно:

|  |
| --- |
| **var gulp = require('**gulp**');**  **// Первая задача**  **gulp.task('**first\_task**', function() { });**  **// Вторая задача**  **gulp.task('**second\_task**', ['**first\_task**'], function() {**  **// Не запустится пока не выполнится первая задача**  **});**  **gulp.task('**default**', ['**first\_task**', '**second\_task**'], function() { });** |

Gulp позволяет определить таск по умолчанию (тот самый с названием “*default*”), который будет запускаться по команде *gulp:*

|  |
| --- |
| **$ gulp** |

Для вызова конкретного таска - указываем его имя*:*

|  |
| --- |
| **$ gulp task\_name** |

# 

# Gulp.watch()

Следит за файлами, и выполняет действия в случае их изменения ([**ссылка**](https://github.com/gulpjs/gulp/blob/master/docs/API.md#gulpwatchglob--opts-tasks-or-gulpwatchglob--opts-cb))

**gulp.watch(glob[, opts], tasks)** *(вариант 1)*

1. **glob** - *файлы за которыми наблюдать (строка или массив)*
2. **opts** - *объект настроек*
3. **tasks** - массив *названий задач запускаемых при изменении файла*

Использование:

|  |
| --- |
| **var watcher = gulp.watch('**js/\*\*/\*.js**', ['**task\_1**', '**task\_2**']);**  **watcher.on('**change**', function(event) {**  **console.log('**File change - running tasks...**');**  **});** |

**gulp.watch(glob[, opts, cb])** *(вариант 2)*

1. **glob** - *файлы за которыми наблюдать (строка или массив)*
2. **opts** - *объект настроек*
3. **cb** - *callback-функция вызываемая при изменении*

Использование:

|  |
| --- |
| **var watcher = gulp.watch('**js/\*\*/\*.js**', function(event) {**  **console.log('**File change - running tasks...**');**  **});** |

* **event.type** - тип изменения *added, changed* или *deleted*
* **event.path** - путь к файлу, который вызвал событие

# 

# 

# 

**MODULES**

# 

# 

# Gulp-concat-css

Модуль для склеивания css файлов ([**ссылка**](https://www.npmjs.com/package/gulp-concat-css))

Установка:

|  |
| --- |
| **$ npm install --save-dev gulp-concat-css** |

*сокращенно - $ npm i -D gulp-concat-css*

Использование:

|  |
| --- |
| **var gulp = require('**gulp**'),**  **concatCss = require('**gulp-concat-css**');**  **gulp.task('**default**', function () {**  **return gulp.src('**app/\*\*/\*.css**')**  **.pipe( concatCss('**fullstyle.css**') )**  **.pipe( gulp.dest('**app/css/**') );**  **});** |

**concatCss(targetFile, options)**

1. **targetFile -** *относительный путь генерируемого файла*
2. **options -** *объект настроек*

# 

# 

# Gulp-minify-css

Модуль для минификации css файлов ([ссылка](https://www.npmjs.com/package/gulp-minify-css))

Установка:

|  |
| --- |
| **$ npm install --save-dev gulp-minify-css** |

*сокращенно - $ npm i -D gulp-minify-css*

Использование:

|  |
| --- |
| **var gulp = require('**gulp**'),**  **concatCss = require('**gulp-concat-css**'),**  **minifyCss = require('**gulp-minifycss**');**  **gulp.task('**default**', function () {**  **return gulp.src('**app/\*\*/\*.css**')**  **.pipe( concatCss('**fullstyle.css**') )**  **.pipe( minifyCss() )**  **.pipe( gulp.dest('**app/css/**') );**  **});** |

**minifyCss (options)**

1. **path -** *объект настроек*

# Gulp-rename

Модуль для переименования файлов ([**ссылка**](https://www.npmjs.com/package/gulp-rename))

Установка:

|  |
| --- |
| **$ npm install --save-dev gulp-rename** |

*сокращенно - $ npm i -D gulp-rename*

**uglify (options)**

1. **options -** строка пути*, callback-функция, hash*

Строка:

|  |
| --- |
| **var gulp = require('**gulp**'),**  **rename = require('**gulp-rename**');**  **gulp.task('**default**', function () {**  **return gulp.src('**app/\*\*/\*.js**')**  **.pipe( rename('**new.js**') )**  **.pipe( gulp.dest('**dist/js/**') );**  **});** |

*Callback-функция*:

|  |
| --- |
| **gulp.task('**default**', function () {**  **return gulp.src('**app/\*\*/\*.js**')**  **.pipe( rename( function (path) {**  **path.dirname += '/**js**';**  **path.basename += '**new**';**  **path.extname = '**.js**'**  **}))**  **.pipe( gulp.dest('**dist**') );**  **});** |

*Hash*:

|  |
| --- |
| **gulp.task('**default**', function () {**  **return gulp.src('**app/\*\*/\*.js**')**  **.pipe( rename( {**  **dirname : '/**js**',**  **basename : '**new**',**  **prefix : '**pre-**',**  **suffix : '**.full**',**  **extname : '**.js**'**  **} )**  **.pipe( gulp.dest('**dist**') );**  **});** |

# Gulp-uglify

Модуль для минификации js файлов ([**ссылка**](https://www.npmjs.com/package/gulp-uglify))

Установка:

|  |
| --- |
| **$ npm install --save-dev gulp-uglify** |

*сокращенно - $ npm i -D gulp-uglify*

Использование:

|  |
| --- |
| **var gulp = require('**gulp**'),**  **rename = require('**gulp-rename**'),**  **uglify = require('**gulp-uglify**');**  **gulp.task('**default**', function () {**  **return gulp.src('**app/\*\*/\*.js**')**  **.pipe( uglify() )**  **.pipe( rename('**main.min.js**') )**  **.pipe( gulp.dest('**dist/js**') );**  **});** |

**uglify (options)**

1. **options -** *объект настроек*

# Gulp-autoprefixer

Модуль для управления браузерными префиксами ([**ссылка**](https://www.npmjs.com/package/gulp-autoprefixer))

Его работа основана на [**сайте**](http://caniuse.com/)

Установка:

|  |
| --- |
| **$ npm install --save-dev gulp-autoprefixer** |

*сокращенно - $ npm i -D gulp-autoprefixer*

Использование:

|  |
| --- |
| **var gulp = require('**gulp**'),**  **autoprefixer = require('**gulp-autoprefixer**');**  **gulp.task('**default**', function () {**  **return gulp.src('**app/\*\*/\*.css**')**  **.pipe( autoprefixer({**  **browsers: ['**last 2 versions**'],**  **cascade: false**  **}))**  **.pipe( gulp.dest('**dist/js**') );**  **});** |

**autoprefixer (options)**

1. **options -** *объект настроек*

# Gulp-jade

Модуль для компиляции jade файлов в html ([**ссылка**](https://www.npmjs.com/package/gulp-jade))

Установка:

|  |
| --- |
| **$ npm install --save-dev gulp-jade** |

*сокращенно - $ npm i -D gulp-jade*

Использование:

|  |
| --- |
| **var gulp = require('**gulp**'),**  **jade = require('**gulp-jade**');**  **gulp.task('**jade\_task**', function () {**  **gulp.src('**app/\*\*/\*.jade**')**  **.pipe( jade({pretty: true}) )**  **.pipe( gulp.dest('**dist**') );**  **});** |

**jade (options)**

1. **options -** *объект настроек*

# Gulp-sass

Модуль для компиляции sass файлов ([**ссылка**](https://www.npmjs.com/package/gulp-sass))

Установка:

|  |
| --- |
| **$ npm install --save-dev gulp-sass** |

*сокращенно - $ npm i -D gulp-sass*

Использование:

|  |
| --- |
| **var gulp = require('**gulp**'),**  **sass = require('**gulp-sass**');**  **gulp.task('**sass\_task**', function () {**  **gulp.src('**app/\*\*/\*.sass**')**  **.pipe( sass({outputStyle: '**compressed**'}) )**  **.pipe(gulp.dest('**dist/css**'));**  **});** |

**sass (options)**

1. **options -** *объект настроек*

# Gulp-uncss

Модуль для оптимизации css файлов, на основе использования в html ([**ссылка**](https://www.npmjs.com/package/gulp-uncss))

Установка:

|  |
| --- |
| **$ npm install --save-dev gulp-uncss** |

*сокращенно - $ npm i -D gulp-uncss*

Использование:

|  |
| --- |
| **var gulp = require('**gulp**'),**  **uncss = require('**gulp-uncss**');**  **gulp.task('**sass\_task**', function () {**  **gulp.src('**app/\*\*/\*.css**')**  **.pipe( uncss({ html: [ '**app/index.html**' ] }) )**  **.pipe(gulp.dest('**dist/css**'));**  **});** |

**uncss (options)**

1. **options -** *объект настроек*

# Gulp-imagemin

Модуль для сжатия изображений ([**ссылка**](https://www.npmjs.com/package/gulp-imagemin))

Установка:

|  |
| --- |
| **$ npm install --save-dev gulp-imagemin** |

*сокращенно - $ npm i -D gulp-imagemin*

Использование:

|  |
| --- |
| **var gulp = require('**gulp**'),**  **imagemin = require('**gulp-imagemin**');**  **gulp.task('**imagemin\_task**', function () {**  **gulp.src('**app/img/\*\*/\***')**  **.pipe( imagemin( {**  **progressive: true,**  **interlaced: true**  **} )**  **.pipe(gulp.dest('**dist/css**'));**  **) );**  **});** |

**clean (options)**

1. **options -** *объект настроек*

# 

# 

# Del

Модуль для удаления папок и файлов ([**ссылка**](https://www.npmjs.com/package/del))

Установка:

|  |
| --- |
| **$ npm install --save-dev del** |

*сокращенно - $ npm i -D del*

Использование:

|  |
| --- |
| **var del = require('**del**');**  **del(['**tmp/\*.js**', '**!tmp/unicorn.js**'], function (err, paths) {**  **console.log('**Deleted files/folders:\n**', paths.join('**\n**'));**  **});** |

**del (patterns, [options], callback)**

1. **patterns -** *строка или массив паттернов*
2. **options -** *объект настроек*
3. **callback -** *callback-функция*

# Gulp-util

Модуль утилит ([**ссылка**](https://www.npmjs.com/package/gulp-util))

Установка:

|  |
| --- |
| **$ npm install --save-dev gulp-util** |

*сокращенно - $ npm i -D gulp-util*

Использование:

|  |
| --- |
| **var gutil = require('**gulp-util**');**  **gutil.log('**stuff happened**', '**Really it did**', gutil.colors.magenta('**123**'));** |

# 

# Vinyl-ftp

Модуль для работы по ftp ([**ссылка**](https://www.npmjs.com/package/vinyl-ftp))

Установка:

|  |
| --- |
| **$ npm install --save-dev vinyl-ftp** |

*сокращенно - $ npm i -D vinyl-ftp*

|  |
| --- |
| **ВНИМАНИЕ!!! Ни в коем случае не заливайте данные FTP доступа на github, это приведет к взлому вашего сайта!!!** |

Использование:

|  |
| --- |
| **var gulp = require('**gulp**'),**  **gutil = require('**gulp-util**'),**  **ftp = require('**vinyl-ftp**');**  **gulp.task('**deploy**', function () {**  **var conn = ftp.create({**  **host: '**your\_host**',**  **user: '**your\_user**',**  **password: '**your\_password**',**  **parallel: 10,**  **log: gutil.log**  **});**  **var globs = [**  **'**dist/\*\*/\***'**  **];**  **return gulp.src(globs, { base: '**dist/**', buffer: false})**  **.pipe(conn.dest('**public\_html/**'));**  **});** |

**clean (options)**

1. **options -** *объект настроек*

# Browser-sync

Модуль для синхронизации с браузером ([**ссылка**](https://www.npmjs.com/package/browser-sync))

Установка:

|  |
| --- |
| **$ npm install --save-dev browser-sync** |

*сокращенно - $ npm i -D browser-sync*

Использование:

|  |
| --- |
| **var gulp = require('**gulp**'),**  **browserSync = require('**browser-sync**');**  **gulp.task('**browser\_sync**', function () {**  **browserSync({**  **port: 9000,**  **open: true,**  **notify: false,**  **server: '**./app**'**  **});**  **});** |

**browserSync (options)**

1. **options -** *объект настроек*

# 

# 

# Gulp-useref

Модуль для конкатенации стилей и скриптов через парсинг спец. блоков ([**ссылка**](https://www.npmjs.com/package/gulp-useref))

Установка:

|  |
| --- |
| **$ npm install --save-dev gulp-useref** |

*сокращенно - $ npm i -D gulp-useref*

Спец. блок

|  |
| --- |
| **<html>**  **<head>**  **<!-- build:css css/combined.css -->**  **<link href="css/one.css" rel="stylesheet">**  **<link href="css/two.css" rel="stylesheet">**  **<!-- endbuild -->**  **</head>**  **<body>**  **<!-- build:js scripts/combined.js -->**  **<script type="text/javascript" src="scripts/one.js"></script>**  **<script type="text/javascript" src="scripts/two.js"></script>**  **<!-- endbuild -->**  **</body>**  **</html>** |

Использование:

|  |
| --- |
| **var gulp = require('**gulp**'),**  **useref = require('**gulp-useref**');**  **gulp.task('**useref\_task**', function () {**  **var assets = useref.assets();**  **gulp.src('**app/\*.html**')**  **.pipe( assets )**  **.pipe( assets.restore() )**  **.pipe( useref() )**  **.pipe(gulp.dest('**dist**'));**  **});** |

**useref (options)**

1. **options -** *объект настроек*

Результат:

|  |
| --- |
| **<html>**  **<head>**  **<link href="css/combined.css" rel="stylesheet">**  **</head>**  **<body>**  **<script type="text/javascript" src="scripts/combined.js"></script>**  **</body>**  **</html>** |

# Wiredep

Модуль для автоподключения [**bower**](http://www.youtube.com/playlist?list=PLY4rE9dstrJwqwHBF4KFMIo9U0HKIR3UP) компонентов через спец. блоки ([**ссылка**](https://www.npmjs.com/package/wiredep))

Установка:

|  |
| --- |
| **$ npm install --save-dev wiredep** |

*сокращенно - $ npm i -D wiredep*

Спец. блок

|  |
| --- |
| **<html>**  **<head>**  **<!-- bower:css -->**  **<!-- endbower -->**  **</head>**  **<body>**  **<!-- bower:js -->**  **<!-- endbower -->**  **</body>**  **</html>** |

Использование:

|  |
| --- |
| **var gulp = require('**gulp**'),**  **wiredep = require('**wiredep**').stream;**  **gulp.task('**wiredep\_task**', function () {**  **gulp.src('**app/templates/\*.html**')**  **.pipe( wiredep ({**  **ignorePath: /^(\.\.\/)\*\.\./**  **}) )**  **.pipe(gulp.dest('**app/temp/templates**'));**  **});** |

**wiredep (options)**

1. **options -** *объект настроек*

Так же можно работать и с jade файлами:

|  |
| --- |
| **gulp.task('**wiredep\_jade**', function () {**  **gulp.src('**app/templates/\*.jade**')**  **.pipe( wiredep ({**  **ignorePath: /^(\.\.\/)\*\.\./**  **}) )**  **.pipe(gulp.dest('**app/temp/templates**'));**  **});** |

Пропишем в самом jade файле

|  |
| --- |
| **doctype html**  **html(lang='**ru-RU**')**  **head**  **// bower:css**  **// endbower**  **script(src='**bower/modernizr/modernizr.js**')**  **body**  **…**  **// bower:js**  **// endbower** |

modernizr.js лучше подключить вручную т.к. он должен быть в head

Wiredep автоматически определит какие файлы в какой последовательности необходимо подключать. Чтобы указать другие файлы (например чтобы подключить .min файл) необходимо в нашем bower.json файле указать следующее:

|  |
| --- |
| **{**  **“**overrides**” : {**  **“**qtip2**” : {**  **“**main**” : [**  **“**./jquery.qtip.min.js**” ,**  **“**./jquery.qtip.min.css**”**  **],**  **“**dependencies**” : {**  **“**jquery**” : “**>=1.6.0**”**  **}**  **}**  **}**  **}** |

**main** - какие файлы подключать

**dependencies** - зависимости

# 

**GULP BLACKLIST**

# 

# Gulp Blacklist

Нерекомендуемые модули ([**ссылка**](https://github.com/gulpjs/plugins/blob/master/src/blackList.json) на полный список)

* **gulp-clean** - use the `del` module
* **gulp-browserify** - use the browserify module directly
* **gulp-rimraf** - use the `del` module
* **gulp-image-optimization** - duplicate of gulp-imagemin
* **gulp-bower** - use the bower module directly
* **gulp-php** - use PHP directly through gulp-spawn or ChildProcess.spawn()
* **gulp-tinypng** - uses fs to create a temp .gulp folder
* **gulp-css** - duplicate of gulp-minify-css
* **gulp-cssmin** - duplicate of gulp-minify-css
* **gulp-clean-old** - duplicate of gulp-clean
* **gulp-if-else** - duplicate of gulp-if
* **gulp-prettify** - duplicate of gulp-html-prettify
* [**...**](https://github.com/gulpjs/plugins/blob/master/src/blackList.json)